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Abstract — Messaging protocols are essential components of 

modern software architectures, enabling efficient 

communication between various software systems and devices. 

This paper presents a comparative study of several prominent 

messaging protocols, including HTTP, WebSockets, 

WebTransport, WebRTC, MQTT, AMQP, CoAP, STOMP, 

Matrix and XMPP. These protocols are evaluated and 

compared based on key criteria such as performance, flexibility, 

security, and suitability for different use cases. The results of 

this study aim to guide software architects and developers in 

selecting the most appropriate protocol for their specific needs. 
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I. INTRODUCTION / AREA OF RESEARCH 

The IoT (Internet of Things) is growing both in terms of 
the number of connected devices as well as in the variety of 
use cases, e.g. smart phones, cars and automation systems [1]. 
None of these devices have an unlimited amount of battery life 
or computing power nor can they guarantee permanent 
network availability. In addition, safety concerns concerning 
critical environments such as the medicine or industry sector 
must be considered [2]. This is where protocols come into 
play. Message protocols allow us to exchange data effectively 
and reliably between software services respectively devices.  

Since 1984, the ISO/OSI (Open Systems Interconnection 
Model) has been the standard reference model for describing 
communication across several technical system levels [3]. It 
consists of seven successive layers. As the interfaces between 
these layers are clearly defined, the protocol used within a 
layer is interchangeable. For the web respectively the internet, 
however, the TCP/IP reference model based on the OSI model 
is more decisive [4]. It combines several OSI layers, as shown 
in Fig. 1. The application layer represents the highest level of 
abstraction and includes all protocols used for exchanging 
application data such as HTTP or FTP.  

 

Fig. 1 – Layers of OSI and TCP/IP [3], [4] 

This paper focuses solely on protocols belonging to the 
application layer. Though they depend on protocols that are 
used on lower layers. Protocols were chosen depending on the 
research taken for openly available protocols that can be used 
for message exchange between software services/devices.  

In general, the protocols examined can be divided into 
different communication types. Some can be used for Peer-to-
Peer (P2P) communication. Others might be classified as 
message-oriented middleware (MOM) [5]. MOM means that 
there is no direct data transfer between two clients. Instead, 
the communication between distributed systems is handled via 
a message broker or likewise.  

II. RELATED WORK 

There are studies that specifically aim to compare IoT 
protocols at the application layer. The most comprehensive 
work found is “Investigating Messaging Protocols for the 
Internet of Things (IoT)” [6]. This paper compares and 
contrasts the HTTP, MQTT, CoAP, AMQP, XMPP and DDS 
protocol. No papers were found that would provide a more 
complete analysis featuring further protocols. Referenced 
works such as “Choice of Effective Messaging Protocols for 
IoT Systems: MQTT, CoAP, AMQP and HTTP” [7], take a 
similar approach for the comparison. Both works collect the 
protocol properties in a table containing for example the 
release year, the application purpose and its architecture. 
However, comparisons that do also include other web 
protocols such as WebTransport are missing.  

III. METHODOLOGY 

Protocols of interest were determined through browsing 

for related work starting with the term “messaging 

protocols”. Sources for the research were IEEE, Google 

Scholar and Google Search. After a protocol was identified 

as significant for this paper the associated specification was 

searched up. Additionally, at least two further trustworthy 

sources from IEE or Google Scholar were determined per 

protocol. 

IV. COMPARISON ANALYSIS 

This chapter serves to present the investigated protocols. 

Mentioned RFC (Requests for Comments) refer to the 

technical documentations published by the Internet 

Engineering Task Force (IETF) [8]. The IETF is the premiere 

standards development organization for the Internet. The 

international organization for standardization (ISO) on the 

other hand is a more formal and not internet specific 

institution that has 169 national standardization bodies as 

members [9].  
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A. HTTP/3 (RFC9114 [10]) 

Today, the Hypertext Transfer Protocol (HTTP) is the 

basis for communication across the internet [11]. It is a 

stateless protocol based on a request-response model. A client 

sends a message, and a host/server generates a response 

message. The first version of HTTP was standardized in 

1997, followed by HTTP/2 in 2014. Finally, 2022 the 

standard of HTTP/3 was introduced. Under the hood HTTP/3 

uses QUIC and the UDP protocol on the transport layer and 

therefore is able to solve line blocking problems that occurred 

in previous HTTP versions that use TCP for multiplexing 

[12].  

 

QUIC (Quick UDP Internet Connections), standardized in 

RFC 9000 [13], was initially developed by Google in 2012 

and became a standard in 2021 [14]. While TCP allows 

reliable ordered and error-checked delivery of data, UDP 

sends datagrams without establishing a connection. 

Therefore, it is more lightweight and faster than TCP but at 

the same time cannot guarantee package delivery or order. 

QUIC however builds up on top of UDP solving these issues 

and trying to replace TCP in a faster, more secure and reliable 

way.  

 

 

Fig. 2 – HTTP Protocol Stack [11] 

With HTTP there are several popular choices available for 

building API’s (Application Programming Interfaces) [15]. 

These include SOAP, REST, gRPC and GraphQL. According 

to the Postman state of the API 2023 survey report [16] REST 

is the most used pattern with 86% of respondents using it.  

B. WebSocket (RFC6455 [17]), WebTransport (RFC draft 

[18]) & WebRTC (RFC8831 [19]) 

WebSockets can be used to establish bi-directional data 

channels between clients and a server [20]. The WebSocket 

standard was introduced in 2012. Like HTTP/2 it depends on 

TCP. Messages are handled via a single ordered reliable 

stream. This means that messages must be sent and received 

in order. The consequence is that WebSocket’s are a bad 

choice for latency-sensitive applications.  

 

A kind of successor to WebSockets is the WebTransport 

protocol [21]. Since 2021 the standard for WebTransport has 

been under development. The big advantage over 

WebSockets is the ability to create a bidirectional 

multiplexed communication channel. Through datagrams 

unreliable unordered data such as real-time audio or video 

frames can be sent and received. Additionally, streams can be 

used to send and receive reliable ordered data.  

 

WebSocket and WebTransport can be used for real-time 

client-to-server communication. However, in some cases it 

might be necessary to create such a connection for p2p 

(browser to browser) data transmission [22]. For this 

scenario, WebRTC can be used. A possible use case is for 

example a video call.  

C. CoAP (RFC7252 [23]) 

The CoAP standard was published in 2014. It was 
designed for the use within constrained (e.g., low-power, 
lossy) networks and low performance devices [24]. Machine-
to-machine (M2M) applications like smart energy and 
building automation are the preferred fields of application. 
However, the protocol can easily interoperate with HTTP via 
a proxy to provide a web interface. Therefore, the protocol 
realizes a subset of the REST (Representational State 
Transfer) architectural pattern and is based on a 
request/response interaction model between a server and 
clients. In addition, features like asynchronous message 
delivery, device discovery or multicast support are 
implemented. UDP is used as the default transportation 
method but also TCP or SMS are possible options. Endpoints 
are defined by an URI (e.g., 
coap://localhost:5683/device_name/parameter). Messages 
can be secured with DTLS.  

D. MQTT (ISO/IEC 20922:2016 [25]) 

After the protocols already presented, we now for the 

first-time encounter with MQTT a MOM (Message Oriented 

Middleware) based approach that can be used for many-to-

many communication [26]. The invention of MQTT dates to 

1999. Nevertheless, it was not freely available until 2010.  

2014 MQTT became an official OASIS standard. 

Furthermore, MQTT v3.1.1 is an international standard 

(ISO/IEC 20922:2016). In 2019 the MQTT v5 standard [27] 

was ratified. MQTT is a platform-oriented, simple to 

implement and lightweight protocol that can be used in many 

different situations [28]. Because of its small footprint MQTT 

is a perfect match for low-power and low-memory devices. 

Use case examples are manufacturing systems, logistics, 

enterprise chat applications and mobile apps. In earlier 

versions MQTT referred to MQ Telemetry support, but 

nowadays it is no longer considered an acronym. The 

protocol is based on a publish/subscription model where 

clients subscribe or publish to a specific topic. A Message 

Broker is used to handle the incoming requests [29]. Also see 

Fig. 3 – MQTT Publish/Subscribe Model [28]. A broker  is 

available from, for example, EMQX, HiveMQ, RabbitMQ or 

Mosquito. As an underlying protocol there are several options 

available. The default is TCP, WebSocket’s can be used for 

connecting over a web browser and QUIC is the latest 

available option [14]. 

 

 

 

Fig. 3 – MQTT Publish/Subscribe Model [28] 



E. AMQP (ISO/IEC 19464:2014 [30]) 

OASIS introduced the first version of the Advanced 

Message Queuing Protocol (AMQP) standard in 2012 [31]. 

Like for MQTT there exists an international standard 

(ISO/IEC 19464:2014). It defines itself as an internet 

protocol for business messaging and uses a MOM based 

approach [32]. It was specifically designed for the finance 

sector to address business processes, message transactions 

and applications. For this a reliable protocol on the transport 

layer such as TCP or QUIC is assumed. Similar to MQTT, 

messages are exchanged via a broker [33]. The main 

difference lies in the usage of message queues. In MQTT a 

published message would be directly routed to subscribers. In 

AMQP though published messages are first handled by an 

exchange component. Depending on the configuration (like 

routing keys and message type) messages are added to the 

corresponding message queues [34]. There it will be stored 

until a consumer consumes it. See Fig. 4 – AMQP core 

concept [34]. Examples for AMQP message brokers are 

RabbitMQ, SwiftMQ, Azure Service Bus and Apache 

Artemis. Message queues are an essential concept to make 

software scalable, resilient and working asynchronously.  

 

 
Fig. 4 – AMQP core concept [34] 

F. STOMP 

STOMP (Simple Text Oriented Message Protocol) [35] is 

designed to work with message-oriented middleware [36]. 

Whereas  MQTT and AMQP are binary protocols, STOMP 

is text-based. Due to the human-readable text-format STOMP 

is simpler and therefore easier to implement than other 

messaging protocols. Commonly it is used for real-time 

messaging in distributed systems. Supported messaging 

servers that support STOMP are for example RabbitMQ or 

EMQX via a Gateway. The communication between a client 

and the server is handled through a frame modelled on HTTP. 

The first line of the frame contains the command, followed 

by headers like username and password. The last line is the 

message body. Destination addresses, transportation protocol 

and security depend on the used server respectively message 

broker.  

G. XMPP (RFC6120 [37]) 

XMPP (eXtensible Messaging and Presence Protocol) or 

formerly Jabber enables near-real-time exchange of data  

[38]. Popular use cases are instant messaging, multi-party 

chat, voice and video calls as seen in applications like 

WhatsApp or Facebook. The protocol was mainly developed 

in 1999 and was standardized the first time in 2004. In 2012 

the latest revision RFC6120 was introduced. XMPP uses 

XML (Extensible Markup Language) as the data-exchange 

format and is based on a client/server architecture. 

Furthermore, it uses TCP on the transportation layer. For the 

XMPP Server there are many options available, e.g., Tigase 

and ejabberd. Users on the network are addressed by email 

like identifiers called JID’s. One of its strengths compared to 

MQTT is the build in end-to-end encryption.  

H. Matrix 

An alternative to XMPP for instant messaging is Matrix 

[39]. It was introduced in 2014 and is an open standard. 

Compared to XMPP it is generally seen more usable for 

group organization platforms like Slack [40]. Matrix supports 

bridging to other messaging platforms such as XMPP servers, 

Email and SMS enabling a unified way of communication. 

Matrix is also considered to be more secure than, for example, 

WhatsApp. The French government uses Matrix as base for 

their own communication platform called Tchap that is used 

for the communication of government officials and civil 

servants. The world wide web currently lacks on scientific 

papers observing this protocol. 

V. CONCLUSION 

In summary, all explored protocols have their unique 
strengths and weaknesses. In practice, this is why multiple 
protocols are used together to achieve the development goals 
of a new application. With the rise of new technologies and 
the gain in the number of internet devices more and more 
protocols will emerge. Furthermore, the existing protocol 
standards will evolve as well. QUIC is the best example for 
this. It was standardized in 2021 and was then used as 
transportation method of HTTP/3. Other technologies like 
MQTT start profiting from the advantages of QUIC over TCP. 
These developments leave room for future research in this 
sector. In addition, detailed research of the protocol usage in 
different programming environments can be conducted to 
identify missing links and gain a deeper understanding of the 
inner workings of web technologies and protocols in general. 
To conclude Fig. 5 - Covered Protocols Summary contains the 
summary of the protocols that were covered by this paper. 
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